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**CSHarp - 3**

**Abstract Class**

using System;

namespace ConsoleApp1

{

abstract class Person //abstract class

{

public string Name { get; set; }

public int Age { get; set; }

public abstract void work(); //abstract method

}

class Student : Person

{

public override void work()

{

Console.WriteLine("It studies....");

}

}

class Employee : Person

{

public double Salary { get; set; }

public string Designation { get; set; }

public override void work()

{

Console.WriteLine("It earns....");

}

}

class Manager : Employee

{

public sealed override void work()

{

Console.WriteLine("It manages a team....");

}

}

class BranchManager : Manager

{

}

class program

{

static void Main(string[] args)

{

Person p1 = new Student();

p1.work();

p1 = new Employee();

p1.work();

p1 = new BranchManager();

p1.work();

Console.ReadLine();

}

}

}

**Interface**

* Gives complete abstraction
* Provide multiple inheritance

using System;

namespace ConsoleApp1

{

interface IInterface1

{

void Method1();

void Method2();

}

interface IInterface2

{

void Method2();

}

class MyClass1

{

public void M1()

{

Console.WriteLine("M1 from MyClass2");

}

}

class MyClass2 : MyClass1,IInterface1,IInterface2

{

public void Method1()

{

Console.WriteLine("Method 1");

}

void IInterface1.Method2()

{

Console.WriteLine("Method 2 from IInterace1");

}

void IInterface2.Method2()

{

Console.WriteLine("Method 2 from IInterace2");

}

}

class program

{

static void Main(string[] args)

{

MyClass2 m2 = new MyClass2();

IInterface1 i1 = new MyClass2();

i1.Method2();

IInterface1 i2 = new MyClass2();

i2.Method2();

Console.ReadLine();

}

}

}

**Sealed Class**

using System;

namespace ConsoleApp1

{

sealed class MyClass1 //class is sealed

{

public void SampleMethod()

{

Console.WriteLine("Sample Method in MyClass1");

}

}

class MyClass2 : MyClass1 //base class is sealed so canot inherit

{

}

class program

{

static void Main(string[] args)

{

Console.ReadLine();

}

}

}

**Generic Class**

using System;

namespace ConsoleApp1

{

class MyClass<T1,T2>

{

public T1 MyProperty { get; set; }

public void Method(T1 p1,T2 p2)

{

Console.WriteLine(p1);

Console.WriteLine(p2);

}

}

class program

{

static void Main(string[] args)

{

MyClass<int, string> obj1= new MyClass<int, string>();

obj1.MyProperty = 10;

obj1.Method(10, "CSharp");

Console.ReadLine();

}

}

}

**Structures**

using System;

namespace ConsoleApp1

{

struct MyStruct

{

public int Val { get; set; }

}

class program

{

static void Main(string[] args)

{

MyStruct m1 = new MyStruct();

m1.Val = 10;

MyStruct m2 = m1;

Console.WriteLine(m2.Val);

m1.Val = 20;

Console.WriteLine(m2.Val);

Console.WriteLine(m1.Val);

Console.ReadLine();

}

}

}

**Enum**

using System;

namespace ConsoleApp1

{

enum Gender

{

Female =1,

Male = 2,

Unknown = 3

}

class Person

{

public string Name { get; set; }

public int Age { get; set; }

public Gender Gender { get; set; }

}

class program

{

static void Main(string[] args)

{

Person p1=new Person { Name = "Anadi", Age = 28, Gender = Gender.Male };

int gen = (int)p1.Gender;

Console.WriteLine(gen);

Console.ReadLine();

}

}

}

**Delegates**

* Is a reference type variable that holds the reference to a method.
* Used for implementing events and the call-back methods.
* Implicitly derived from the System.Delegate class
* Delegate holding the reference of multiple methods is called multicast delegate

using System;

namespace ConsoleApp1

{

delegate int MyDel(int x, int y);

class Person

{

public static int Add(int x, int y)

{

return x + y;

}

public static int Multiply(int x, int y)

{

return x \* y;

}

static void Main(string[] args)

{

MyDel del = new MyDel(Add);

int result=del(10, 30);

Console.WriteLine(result);

del += Multiply;

result =del(10, 30);

Console.WriteLine(result);

Console.ReadLine();

}

}

}

**Generic Delegate**

using System;

namespace ConsoleApp1

{

delegate int MyDel(int x, int y);

class Person

{

public static void SampleMethod(string name)

{

Console.WriteLine("Welcome "+name);

}

public static int Add(int x, int y)

{

return x + y;

}

public static bool Login(string uid)

{

if (uid == "anadi")

return true;

else

return false;

}

static void Main(string[] args)

{

Action<string> action1 = SampleMethod;

Func<int, int, int> func1 = Add;

Predicate<string> pred1 = Login;

action1("CSharp");

Console.ReadLine();

}

}

}

**Anonymous Method**

* Anonymous method are the methods without a name
* Method can be invoked directly by delegate

using System;

namespace ConsoleApp1

{

delegate int Del();

class Program

{

static void Main(string[] args)

{

Del del = delegate()

{

Console.WriteLine("This is anonymous method");

Console.ReadLine();

};

}

}

}

**Lambda Expressions**

using System;

namespace ConsoleApp1

{

delegate int Del(int x, int y);

class Program

{

static void Main(string[] args)

{

Del del = (x, y) => x \* y;

int result = del(4, 6);

Console.WriteLine(result);

Console.ReadLine();

}

}

}

**Introduction to GUI**

**Double Click**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace WindowsFormsApp1

{

public partial class Form1 : Form

{

public Form1()

{

InitializeComponent();

}

private void button1\_Click(object sender, EventArgs e)

{

MessageBox.Show("Welcome to windows Application");

}

private void Form1\_Load(object sender, EventArgs e)

{

button1.Text = "click me....";

}

}

}

**Close Form**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace WindowsFormsApp1

{

public partial class Form1 : Form

{

public Form1()

{

InitializeComponent();

}

private void button1\_Click(object sender, EventArgs e)

{

this.Close();

}

private void Form1\_Load(object sender, EventArgs e)

{

button1.Text = "Close Form";

}

}

}

**Dialog - Close Form Confirmation**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace WindowsFormsApp1

{

public partial class Form1 : Form

{

public Form1()

{

InitializeComponent();

}

private void button1\_Click(object sender, EventArgs e)

{

DialogResult dr = MessageBox.Show("Are you sure to close this form", "Confirm",

MessageBoxButtons.YesNo,MessageBoxIcon.Question);

if(dr == DialogResult.Yes)

this.Close();

}

private void Form1\_Load(object sender, EventArgs e)

{

button1.Text = "Close Form";

}

}

}

**Exception Handling**

* An error that arises during the execution of a program
* Program terminates abnormally as soon as it arises
* Programmatically exceptions can be handled
* System.Exception is base exception class in .NET
* try... catch... finally... throws... are the keywords associated with exception handling

**Divide by Zero**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace WindowsFormsApp4

{

public partial class Form1 : Form

{

public Form1()

{

InitializeComponent();

}

private void Form1\_Load(object sender, EventArgs e)

{

}

private void label1\_Click(object sender, EventArgs e)

{

}

private void textBox1\_TextChanged(object sender, EventArgs e)

{

}

private void textBox2\_TextChanged(object sender, EventArgs e)

{

}

private void label2\_Click(object sender, EventArgs e)

{

}

private void label3\_Click(object sender, EventArgs e)

{

}

private void button1\_Click(object sender, EventArgs e)

{

try

{

int num1 = int.Parse(textBox1.Text);

int num2 = int.Parse(textBox2.Text);

/\*float num1 = float.Parse(textBox1.Text);

float num2 = float.Parse(textBox2.Text);

if (num2 == 0)

throw new DivideByZeroException();\*/

int result = num1 / num2;

label3.Text = result.ToString();

}

catch(DivideByZeroException)

{

label3.Text = " Cannot divide by zero ";

}

catch(FormatException)

{

label3.Text = "Please enter only non decimal numbers";

}

catch (Exception ex)

{

label3.Text = ex.GetType() + ":" + ex.Message;

}

finally

{

}

}

}

}

**Custom Exception**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace WindowsFormsApp4

{

public partial class Form1 : Form

{

public Form1()

{

InitializeComponent();

}

private void Form1\_Load(object sender, EventArgs e)

{

}

private void label1\_Click(object sender, EventArgs e)

{

}

private void textBox1\_TextChanged(object sender, EventArgs e)

{

}

private void textBox2\_TextChanged(object sender, EventArgs e)

{

}

private void label2\_Click(object sender, EventArgs e)

{

}

private void label3\_Click(object sender, EventArgs e)

{

}

private void button1\_Click(object sender, EventArgs e)

{

try

{

float num1 = float.Parse(textBox1.Text);

float num2 = float.Parse(textBox2.Text);

if (num1 == 0)

throw new MyCustomException("Number cannot be zero");

if (num2 == 0)

throw new DivideByZeroException();

float result = num1 / num2;

label3.Text = result.ToString();

}

catch(DivideByZeroException)

{

label3.Text = " Cannot divide by zero ";

}

catch(FormatException)

{

label3.Text = "Please enter only non decimal numbers";

}

catch (Exception ex)

{

label3.Text = ex.GetType() + ":" + ex.Message;

}

finally

{

}

}

}

}

**Regular Expression**

* Is a pattern that could be matched against an input text
* .Net provides a regular expression engine that allows matching.
* Pattern consists of one or more-character literals, operators, or constructs.
* System.Text.RegularExpressions provides Regex class which handles regular express tasks

using System;

using System.Text.RegularExpressions;

using System.Windows.Forms;

namespace WindowsFormsApp1

{

public partial class Text : Form

{

public Text()

{

InitializeComponent();

}

private void button1\_Click(object sender, EventArgs e)

{

Regex reg = new Regex(txt\_Pattern.Text);

bool result = reg.IsMatch(txt\_Text.Text);

lbl\_result.Text = result.ToString();

}

}

}
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![](data:image/png;base64,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)

**Collections**

* Collection classes are specialized classes for data storage and retrieval
* Allocates memory dynamically
* All classes takes the data of object type
* System.Collections namespace provides various classes providing different data structure
* **Array List**
* **Stack**
* **Queue**
* **Hashtable**
* **SortedList**

**Array List**

using System;

using System.Collections;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace WindowsFormsApp1

{

public partial class Form2 : Form

{

ArrayList List;

public Form2()

{

InitializeComponent();

}

private void Form2\_Load(object sender, EventArgs e)

{

//List = new ArrayList(3);

List = new ArrayList(3);

List.Add("One");

List.Add("Two");

List.Add("Three");

List.Add("Four");

List.Add("Five");

int count = List.Count;

int capacity = List.Capacity;

List.TrimToSize();

capacity = List.Capacity;

MessageBox.Show("Count : " + count);

MessageBox.Show("Capacity : " + capacity);

//List.Remove("Three");

//List.RemoveAt(3);

//List.RemoveRange(1, 3);

//List.Sort();

//List.Reverse();

foreach (object item in List)

{

listBox1.Items.Add(item);

}

}

}

}

**Stack**

using System;

using System.Collections;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace WindowsFormsApp1

{

public partial class Form3 : Form

{

Stack stack;

public Form3()

{

InitializeComponent();

}

private void Form3\_Load(object sender, EventArgs e)

{

stack = new Stack();

stack.Push("One");

stack.Push("Two");

stack.Push("Three");

stack.Push("Four");

stack.Push("Five");

stack.Pop();

object Top = stack.Peek();

MessageBox.Show(Top.ToString());

foreach (object item in stack)

{

listBox1.Items.Add(item);

}

}

}

}

**Queue**

using System;

using System.Collections;

using System.Windows.Forms;

namespace WindowsFormsApp1

{

public partial class Form4 : Form

{

Queue queue;

public Form4()

{

InitializeComponent();

}

private void listBox1\_SelectedIndexChanged(object sender, EventArgs e)

{

}

private void Form4\_Load(object sender, EventArgs e)

{

queue = new Queue();

queue.Enqueue("One");

queue.Enqueue("Two");

queue.Enqueue("Three");

queue.Enqueue("Four");

queue.Enqueue("Five");

queue.Dequeue();

foreach (var item in queue)

{

listBox1.Items.Add(item);

}

}

}

}

**Hashtable**

using System;

using System.Collections;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace WindowsFormsApp1

{

public partial class Form5 : Form

{

Hashtable ht;

public Form5()

{

InitializeComponent();

}

private void Form5\_Load(object sender, EventArgs e)

{

ht = new Hashtable();

ht.Add("key1", "value 1");

ht.Add("abcd", "1234");

ht.Add("xyz", "1234");

ht.Add("ijkl", "Csharp");

ht.Add("2key", "point");

ht.Contains("abcd");

ht.Remove("key1");

foreach (DictionaryEntry item in ht)

{

listBox1.Items.Add(item.Key + " : " + item.Value);

}

}

}

}

**Generic Collections**

* Provides all the features similar to collections provided by System.Collections
* Makes the collection type safe
* System.Collections.Generic namespace provides several classes for storing data.
* **List**
* **Stack**
* **Queue**
* **Dictionary**
* **SortedDictionary**

**List**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace WindowsFormsApp1

{

public partial class Form6 : Form

{

List<int> list;

public Form6()

{

InitializeComponent();

}

private void Form6\_Load(object sender, EventArgs e)

{

list = new List<int>(5);

list.Add(10);

list.Add(20);

list.Add(30);

list.Add(40);

list.Add(50);

//list.Remove(30);

//list.RemoveAt(3);

//list.RemoveRange(0, 2);

foreach (int item in list)

{

listBox1.Items.Add(item);

}

}

}

}

**Stack**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace WindowsFormsApp1

{

public partial class Form6 : Form

{

Stack<int> stack;

public Form6()

{

InitializeComponent();

}

private void Form6\_Load(object sender, EventArgs e)

{

stack = new Stack<int>();

stack.Push(10);

stack.Push(20);

stack.Push(30);

stack.Push(40);

stack.Push(50);

stack.Peek();

stack.Pop();

foreach (int item in stack)

{

listBox1.Items.Add(item);

}

}

}

}

**Queue**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace WindowsFormsApp1

{

public partial class Form6 : Form

{

Queue<int> queue;

public Form6()

{

InitializeComponent();

}

private void Form6\_Load(object sender, EventArgs e)

{

queue = new Queue<int>();

queue.Enqueue(10);

queue.Enqueue(20);

queue.Enqueue(30);

queue.Enqueue(40);

queue.Enqueue(50);

queue.Dequeue();

int first = queue.Peek();

foreach (int item in queue)

{

listBox1.Items.Add(item);

}

}

}

}

**Dictionary**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace WindowsFormsApp1

{

public partial class Form6 : Form

{

Dictionary<int, string> list;

public Form6()

{

InitializeComponent();

}

private void Form6\_Load(object sender, EventArgs e)

{

list = new Dictionary<int, string>();

list.Add(101, "value1");

list.Add(234, "abcd");

list.Add(2345, "value2");

list.Add(1234, "cd");

list.Add(124, "xyz");

list.Remove(234);

foreach (KeyValuePair<int, string> item in list)

{

listBox1.Items.Add(item.Key + " : " + item.Value);

}

}

}

}

**SortedDictionary**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace WindowsFormsApp1

{

public partial class Form6 : Form

{

SortedDictionary<int, string> list;

public Form6()

{

InitializeComponent();

}

private void Form6\_Load(object sender, EventArgs e)

{

list = new SortedDictionary<int, string>();

list.Add(101, "value1");

list.Add(234, "abcd");

list.Add(2345, "value2");

list.Add(1234, "cd");

list.Add(124, "xyz");

list.Remove(234);

foreach (KeyValuePair<int, string> item in list)

{

listBox1.Items.Add(item.Key + " : " + item.Value);

}

}

}

}

**File Handling**

* Allows to store / retrieve data on permanent storage
* Files and its data can be handled programmatically
* When a file is opened for reading or writing, it becomes a stream
* System.10 namespace has various classes, used for performing operations with files

using System;

using System.Windows.Forms;

using System.IO;

namespace WindowsFormsApp1

{

public partial class Form7 : Form

{

public Form7()

{

InitializeComponent();

}

private void Form7\_Load(object sender, EventArgs e)

{

}

private void button1\_Click(object sender, EventArgs e)

{

//File.Create(@"D:\data\sample.txt");

//File.Move(@"D:\data\sample.txt", @"D:\data\renamedsample.txt");

//File.Delete(@"D:\data\renamedsample.txt");

FileInfo file = new FileInfo(@"D:\data\sampel.txt");

//file.Create();

file.Delete();

}

}

}

**Write & Read in File**

using System;

using System.Windows.Forms;

using System.IO;

namespace WindowsFormsApp1

{

public partial class Form7 : Form

{

public Form7()

{

InitializeComponent();

}

private void Form7\_Load(object sender, EventArgs e)

{

}

private void button1\_Click(object sender, EventArgs e)

{

FileInfo file = new FileInfo(@"D:\data\myText.txt");

StreamWriter writer = file.CreateText();

writer.WriteLine(textBox1.Text);

writer.Close();

}

private void button2\_Click(object sender, EventArgs e)

{

FileInfo file = new FileInfo(@"D:\data\myText.txt");

if (file.Exists)

{

StreamReader reader = file.OpenText();

string str = "";

while ((str = reader.ReadLine()) != null)

{

textBox1.Text += str;

}

reader.Close();

}

}

}

}

**Attributes**

* Is a declarative tag used to pass information about the behaviors of various elements at runtime
* A declarative tag is depicted by square ([]) brackets placed above the element it is used for
* .NET provides numerous predefined attributes while developer can also create custom attributes
* All attributes are derived from System.Attributes

using System;

using System.Collections.Generic;

using System.Linq;

using System.Security.Cryptography.X509Certificates;

using System.Text;

using System.Threading.Tasks;

namespace ConsoleApp2

{

[AttributeUsage(AttributeTargets.Class)]

class SampleAttribute : Attribute

{

public int Id { get; set; }

public string Name { get; set; }

}

[Sample(Id = 10, Name = "Hello")]

class MyClass

{

[Sample]

public int MyProperty { get; set; }

[Sample]

public void Method()

{

}

}

}

**Extension Methods**

* Enable you to add methods to existing types
* Extension methods are a special kind of static method
* They must exist in a static class

**Class 1**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Security.Cryptography.X509Certificates;

using System.Text;

using System.Threading.Tasks;

namespace ConsoleApp2

{

class Program

{

static void Main(string[] args)

{

int num1 = 235226;

int result = num1.GetDigit();

Console.WriteLine("Dogits :" + result);

}

}

}

**Class 2**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace ConsoleApp2

{

static class Class2

{

public static int GetDigit(this int num)

{

int count = 0;

while(num != 0)

{

count++;

num = num / 10;

}

return count;

}

}

}

**Assembly**

* Is .NET term for a deployment and configuration unit
* Files with extensions .EXE/.DLL are known as assembly
* Assemblies include metadata
* Are the answer to DLL hell problem
* Can be classified as private and shared assembly

**Private Assembly**

* For simple apps, using private assemblies is the best way.
* Special management, registration, versioning, and so on is not required
* Other applications are not influenced

**Shared Assembly**

* Several applications can use the same assembly
* Reduce the need for disk and memory space
* A shared assembly must have a version number and a unique strong name
* It's installed in the global assembly cache (GAC)

**Assembly Structure**

|  |
| --- |
| MSIL Code |
| Windows Header |
| CLR Header |
| Metadata |
| Manifest |
| Resources |

**MSIL Code:** Is a CPU and platform-agnostic intermediate language. At runtime, MSIL is compiled using JIT compiler.

**Windows Header:** Determines how the Windows operating systems can load and manipulate an assembly. The headers also identify the kind of application such as .dll, console or GUl applications.

**CLR Header:** Is a block of data that all NET assemblies must support in order to be hosted by the CLR.

**Metadata:** Describes the format of the contained types, as well as the format of external type references

**Resources:** NET assembly contains number of embedded resources, such as picture files, application icons, sound file and culture information.

**ManageUser**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace ManageUsers

{

public class User

{

public static string HelloUser(string user)

{

return "Hello" + user;

}

public static bool AuthenticateUser(string user, string password)

{

if (user == "akash" && password == "arrow")

return true;

else

return false;

}

}

}

**Form**

using ManageUser;

using System;

using System.Windows.Forms;

using ManageUser;

namespace WindowsFormsApp1

{

public partial class Form8 : Form

{

public Form8()

{

InitializeComponent();

}

private void button1\_Click(object sender, EventArgs e)

{

User user = new User();

if (user.AuthenticateUser(textBox1.Text, textBox2.Text))

MessageBox.Show(user.HelloUser(textBox1.Text));

else

MessageBox.Show("Invalid Username / Password");

}

}

}

**Reflection**

* It is used for obtaining type information at runtime
* System.Reflection namespace contains classes that allow you to obtain information about the application and to dynamically add types, values, and objects to the application.

**Multi-Threading**

* A thread is defined as the execution path of a program
* Each thread defines a unique flow of control
* Through multithreading, implementation of concurrent programming can be done
* Saves wastage of CPU cycle and increase efficiency
* System.Threading namespace provides threading classes

using System;

using System.Collections.Generic;

using System.Linq;

using System.Security.Cryptography.X509Certificates;

using System.Text;

using System.Threading.Tasks;

namespace ConsoleApp2

{

class Program

{

static void Main(string[] args)

{

Thread thread1 = new Thread(new ThreadStart(Method1));

Thread thread2 = new Thread(new ThreadStart(Method2));

//thread1.Priority = ThreadPriority.Highest;

thread1.Start();

thread2.Start();

Console.WriteLine("Main thread executes here"); //main thread

}

static void Method1()

{

for (int i = 1; i <= 10; i++) //thread1 executes this

{

if (i == 6)

//Thread.CurrentThread.Abort();

Thread.Sleep(3000);

Console.WriteLine("Method1 : " + i);

}

}

static void Method2()

{

for (int i = 1; i <= 15; i++) //thread2 executes this

{

Console.WriteLine("Method2 : " + i);

}

}

}

}

**Task Parallel Library**

* It makes developers more productive by simplifying the process of adding parallelism and concurrency to applications
* TPL is based on the concept of a task, which represents an asynchronous operation
* Use multiple cores of processor for running multiple tasks parallel

using System;

using System.Collections.Generic;

using System.Linq;

using System.Security.Cryptography.X509Certificates;

using System.Text;

using System.Threading;

using System.Threading.Tasks;

namespace ConsoleApp2

{

class Program

{

static void Main(string[] args)

{

var t1 = new Task(() => DoWork(1, 1000));

t1.Start();

var t2 = new Task(() => DoWork(2, 3000));

t2.Start();

var t3 = new Task(() => DoWork(3, 1500));

t3.Start();

Console.WriteLine("Pres anhy key to exit..!!");

/\*Task t1 = Task.Factory.StartNew(() => DoWork(1, 2000));

Task t2 = Task.Factory.StartNew(() => DoWork(2, 2500));

Task t3 = Task.Factory.StartNew(() => DoWork(3, 1500));\*/

Console.ReadKey();

}

static void DoWork(int id, int sleep)

{

Console.WriteLine("Task {0} is beginning...", id);

Thread.Sleep(sleep);

Console.WriteLine("Task {0} is completed...", id);

}

}

}

**Asynchronous Programing**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

using System.Threading;

namespace WindowsFormsApp1

{

public partial class Form9 : Form

{

public Form9()

{

InitializeComponent();

}

private void Form9\_Load(object sender, EventArgs e)

{

static void BigTask()

{

Thread.Sleep(5000);

}

}

private async void button1\_Click(object sender, EventArgs e)

{

await Task.Run(new Action(BigTask));

label1.Text = "Task Done";

}

private void button2\_Click(object sender, EventArgs e)

{

MessageBox.Show("Test");

}

}

}